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Abstract: - The characteristics of the quality of the specialized software for a ship power system control and monitoring are discussed. The methodology of the evaluation of functionality, usability and reliability of specialized software for monitoring and managing ship's power plants are presented. The availability of such a methodology makes it possible to obtain a composition of software quality attributes and quantitative indicators, indicate the direction of priority changes and assess the results of their implementation, efficiency and reliability of specialized software.

Key-Words: - functional testing, integration testing, software quality, ship power system.

1 Introduction
Modern control systems of marine electric power systems are distributed and conditionally divided into three hierarchical levels. Hardware and software of the upper level coordinates the operation of the entire system and contains the data collection server and the operator's automated workstation. Hardware and software of the lower level is a set of territorially distributed automation hardware. Communication infrastructure is an intermediate layer element.

The quality is one of the key issues in the top level software design for the automated control system of the marine electric generating plant. The software quality model SQuaRE is recognized to be generally accepted, it is based on series of ISO/IEC standards (25000-25099) [1]. According to this model the quality evaluation is three-level and consists in determination of required features for each software type, attributes for each feature and metrics for each attribute. Standards also specify main features for all software types: functionality, usability, efficiency, reliability, maintainability and mobility.

Several software functionality attributes can be distinguished such as suitability and precision of functions performance, interoperability with third party software and hardware automation [2]. The paper [3] provides software functionality evaluation methods and justifies testing utilization for this purpose.

2 Problem Formulation
At present, the problem of creating a methodology for testing and evaluating the main quality indicators of specialized software for monitoring and managing ship's power plants in accordance with international standards is topical. The availability of such a methodology will make it possible to obtain a composition of software quality attributes and quantitative indicators, indicate the direction of priority changes and assess the results of their implementation, efficiency and reliability of specialized software.

3 Problem Solution
The requirements to be met by the software are the basis for the execution of its functionality testing. Since software is an integral part of the hardware-software system the availability of models that simulate behavior of hardware and automation object as an entity is required for its testing. The functionality testing is usually divided into several levels: unit, integration and system [4]. The test procedure consists of the execution of a sequence of actions: the definition of testing completeness criterion; the development of a complete set of test cases; the execution of a report with the information on testing results. The results of the testing execution should be metric values of functionality attributes – suitability, precision and interoperability.
The task of the unit testing is metrics definition of functionality attributes of separate software components. The behavior in the design mode differs significantly from the behavior in the electric plant operation mode for most software components and is implemented (designed and coded) as two individual finite-state automata. The use of two automata enables to separate calculation of suitability metrics (completeness of test coverage for automaton that is simulating behavior in the diagram design mode) and interoperability metrics (for behavior in the electric plant operation mode).

As shown in [5, 6], the transition graphs of digital automata are successfully used to describe ship automation systems. In this paper, transition diagrams are used to describe the behavior of software' components.

Thus, the completeness of automata transition coverage is determined to be the criteria of unit testing completeness for all components; the complete set of test cases is being written using automata transition conditions. Since this test phase refers to debugging, the transition to functionality adding and performance of the next test phase only occurs if 100% of test cases are covered.

As an example the automatic circuit breaker component testing is examined. Fig.1 shows automata that describe component behavior in the diagram design mode (Fig.1, a) and in the electric plant operation mode (Fig.1, b).

![Fig.1. Behavior of the automatic circuit breaker component.](image)

Set of states of the automata shown in Fig.1, a, is

\[ Q = \{ q0, q1, q2, q3, q4, q5, q6 \} , \]

- \( q0 \) – object is created (the initial state);
- \( q1 \) – object is in focus (highlighted by markers);
- \( q2 \) – the subject is moving (condition is complex);
- \( q3 \) – communication with bus available;
- \( q4 \) – start communication with bus;
- \( q5 \) – end of the communication with bus;
- \( q6 \) – the object is removed (final state).

For automata shown in Fig.1, b,

\[ Q = \{ q0, q9 \} , \]

- \( q0 \) – the circuit breaker in the initial state;
- \( q1 \) – the circuit breaker in a state opposite to the initial, \( q2 \) – waiting for the expiry of the circuit breaker trip time; \( q3 \) – waiting for a response from the working area; \( q4 \) – waiting for the user's actions on the elimination of errors; \( q5 \) – waiting for the expiry of the return trip the circuit breaker time; \( q6 \) – waiting for a response from the working area; \( q7 \) – waiting for the user's actions on the elimination of errors; \( q8 \) – verification of the data packet with the odd change of state of the circuit breaker; \( q9 \) – verification of the data packet for even change the status of circuit breakers.

The same automata are used both for testing and for describing and coding of component behavior; the state transition verification is done by built-in compiler facilities for programs debugging. The full coverage of the automaton shown in Fig.1, a, comes with the following message sequence generation:

\[ x1.1 \rightarrow x2 \rightarrow x3.1 \rightarrow x1.2 \rightarrow x2 \rightarrow w1 \rightarrow w2 \rightarrow x3.2 \rightarrow x1.1 \rightarrow x1.2 \rightarrow x3.1 \rightarrow x1.1 \rightarrow w1 \rightarrow w1 \rightarrow x1.1 \rightarrow x4; \]

\[ x2 \rightarrow t \rightarrow d2 \rightarrow e \rightarrow x1 \rightarrow x2 \rightarrow t \rightarrow d2 \rightarrow x1 \rightarrow x2 \rightarrow t \rightarrow d2 \rightarrow x1; \]

The final testing level is the system one. The power plant operation is a specific sequence of diesel generator units’ and actuating units’ operation according to the technological process. The aim of the system testing is a software health check when controlling electric power plant, that’s why the software requirements coverage can be distinguished as a criteria of testing completeness.

The software for the monitoring and control of the electric power plant is a discrete-event system, so finite-state automata could be used as means of the test case’s development [3]. Although, the software is also a component of hardware-software system, so the R-diagram test sequence should be specified to enable the definition of functions that are subject to examination, as well as software models and tools used for this process [7].

System testing tasks include also functions of the checking of tools required for performing actions by
the Analyst – analysis of content of the data exchange packages, data channel load statistics, work schedule by power units and electric load. This checking is possible only after certain time of software operation in the electric plant operation mode, and the only functionality attribute resulting from such checking is suitability.

Weighting factors are defined for the calculation of numeric values of suitability, interoperability and precision for each component and for each tool required for the Analyst work. Then attribute values are calculated via additive reduction and normalization:

$$M = \sum_{i=1}^{15} k_{\text{m,n}} \cdot k_{\text{p,m}} \cdot \alpha_i \sum_{i=1}^{15} \alpha_i,$$

(1)

where $M$ – attribute value; $k_{\text{m,n}}$ – test coverage value; $k_{\text{p,m}}$ – testing results; $\alpha_i$ – metric’s weighting factor.

The following attribute values were calculated for the monitoring and control software of the marine electric generating plant basing on the results of testing: suitability – 0.91; interoperability – 0.86; precision – 0.81. In analyzing of all test phases’ results it can be concluded that the values of «suitability» and «interoperability» attributes can be improved by system testing strengthening, and the improvement of precision is related to changes in software functionality.

The functionality value is calculated by similar algorithm: weighting factors are given for attributes and the numeric value is calculated via reduction and normalization. When setting factors for suitability and interoperability as 1, and for precision – as 0.8, the functionality value will be – 0.86.

Evaluation software is practicality in terms of values of its three attributes: ergonomics, clarity and efficiency of development. For each of the attributes which are allocated sub characteristics – indicators t are measured numerically. In [8], a methods of evaluating usability metrics was among the most widely used identified, peer review and survey tests. There were $m$ users involved in order to determine the parameters of the study. Based on the data obtained from the survey, the normalized average and the resulted statistical will be used as indicator.

$$S_j = \frac{1}{k} \cdot \frac{1}{m} \cdot \sum_{i=1}^{m} \alpha_{ij},$$

(2)

where $k$ – normalization factor (maximum score – 10); $\alpha_{ij}$ – assessment of the $j$-index $i$-th user; $m$-number of indicators of the $j$-th attribute.

Further, introducing weighting factors has kind of importance to the additive convolution calculates attribute values

$$A_j = \frac{1}{m} \sum_{i=1}^{m} \left( S_{ij} \cdot p_{ij}^{(s)} \right),$$

(3)

where $p_{ij}^{(s)}$ weight of $ij$-index of the attribute; $S_{ij}$ – normalized average statistical value of $i$-index $j$-th attribute; $m$-number of indicators of the $j$-th attribute.

To visualize the results of the calculation are encouraged to use the metric radial diagram, with the help of which it is convenient to display the "covering" performance requirements (Fig.2).

Presentation of usability evaluation using a single number does not identify possible problem areas, but it allows you at different stages of development and implementation of software to determine the need for further changes to the results of the implementation.

The most important weights of the attributes, chosen among – the lowest calculated values

$$\min_{A_j, p_{ij}} \max_{A_j, p_{ij}} \left( A_j, p_{ij}^{(s)} \right),$$

(4)

and then select the smallest value from the largest weight indexes of attributes that have been selected in the previous step

$$\min_{S_{ij}, p_{ij}} \max_{S_{ij}, p_{ij}} \left( S_{ij}, p_{ij}^{(s)} \right).$$

(5)

The result of this procedure will be having a variety of indicators, in the direction where the improvement is most important. To facilitate the calculation of minimax criteria, you can calculate the values of attributes and metrics based on the “reverse” weight, calculated as the cofactor 2 “true” weight.

$$A_j^* = \left( 2 - p_j \right) \cdot A_j,$$

(6)

$$S_{ij}^* = \left( 2 - p_{ij} \right) \cdot S_{ij}.$$

(7)
Then determine the most critical indicators in order to improve software usability which will meet determination procedure lowest values supplemented by attributes, and then – among the lowest values of indicators supplemented by

\[ \min_{p_{ij}} \min_{A_j} \left\{ A'_j, \{S'_j\}_i \right\} \]  

(8)

After calculation chart “covering” the requirements and the numerical value of practicality were obtained – 0.86. For example, the value and coating were found unsatisfactory, therefore it decided to modify the software. For that of the weights greatest attributes is chosen – 1.0, which stands for “for this software ergonomics is the most important”. Further parameters of the weighting factors, which are components of ergonomics, the largest has been chosen.

The modern software development process is iterative and includes several stages: requirements analysis, architecture development, coding, testing and debugging, documentation, implementation and maintenance. Calculation of the key quality indicators for the considered category of software determines the need to return to earlier stages of development (analysis of requirements – coding) or transition to the following (documenting and further). After selecting the features in the direction of which it is necessary to make priority changes, the software interface is corrected and then the survey is conducted again and its results are processed in this way. This process is repeated until the "coverage" of requirements and the value of practicality are not satisfactory.

4 Conclusion

In work the methodology of a quantitative estimation of the basic indicators of the specialized software quality for monitoring and management of marine electric power systems – functionality, practicality and reliability is considered. Using this methodology allowed to obtain the composition of software attributes and quantitative values of metrics, specify the directions of priority changes and evaluate the results of their implementation, determine the reliability of software. Based on the analysis of all stages of testing, it is established that the functionality of the software can be enhanced by strengthening system testing and changing some algorithms of the software.

The software functionality enhancement is related to the strengthening of system testing (enhancement of suitability and interoperability) and to the upgrade of interaction algorithms between hardware and software automation (improving of precision). The software usability can be improved by upgrade of the means of specifying incorrect setting up for data exchange and by simplifying of the succession of the user moves when performing complex operations (data flow analysis etc.). Temporary software efficiency depends on topology and electrical power system composition as well as on the rate of traffic from software components, so the attributes should be calculated for each automated control system of the marine electric generating plant.
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